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Abstract
This paper proposes an algorithm to extract a Weighted Finite Automaton (WFA) from a Recurrent Neural Network
(RNN), by adapting the 𝐿* algorithm in combination with spectral learning using Singular Value Decomposition
(SVD). The method introduces a discrete abstraction of the RNN’s hidden state space to enable approximate
equivalence queries within the 𝐿* framework. Through these queries, counterexamples are identified and used
to iteratively refine the prefix and suffix sets that define the Hankel matrix, thereby improving the accuracy of
successive WFA hypotheses. This work lays the groundwork for integrating discrete clustering with spectral
learning in the context of WFA extraction from RNNs, an area that remains underexplored, with potential
applications in sequence modelling and analysis. Future work will focus on implementing and empirically
validating the proposed approach.
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1. Introduction

This research explores the extraction of Weighted Finite Automata from Recurrent Neural Networks.
Recurrent Neural Networks (RNNs) are often referred to as black boxes due to their lack of interpretability.
Understanding the behaviour of RNNs is important to enhance their interpretability and stability, and
this understanding can be achieved by extracting symbolic models such as automata. Most research on
extracting knowledge from RNNs has focused on Deterministic Finite Automata (DFA).

DFA extraction is suitable for RNNs trained as binary classifiers (producing Boolean outputs). In
contrast, for RNNs with real-valued outputs, such as probabilities, extracting Weighted Finite Automata
is more appropriate [1].

One approach to extract automata from RNNs is through compositional techniques, where a WFA
is derived by dividing the RNN state space into clusters and identifying the transitions and weight
matrices to construct the automaton [2, 3]. Another approach involves exact learning methods, such as
the 𝐿* algorithm [4], where an automaton is extracted by posing queries about the language learned
by the RNN. Angluin [4] introduced this 𝐿* algorithm in 1987 for inferring a DFA from an unknown
target system, which was later extended to extract DFAs from RNNs [5]. In the 𝐿* algorithm, two types
of queries are employed in the extraction process: membership queries and equivalence queries. A
membership query asks whether a specific string belongs to the target language, while an equivalence
query checks whether the language recognised by the extracted automaton is equivalent to that of the
target.

The work in [5] introduced a novel approach for extracting a DFA from an RNN using the 𝐿*

algorithm and demonstrated strong performance in accurately representing the language learned by the
RNN. Later on, the work was extended to extract PDFAs (Probabilistic Deterministic Finite Automata)
from RNNs [6]. Even though the 𝐿* algorithm was designed to extract a DFA, later on, [7] proposed a
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variation of it for WFA extraction, namely the spectral learning algorithm [8]. Building upon this, [9]
conducted a study where a WFA is extracted without requiring access to the internal mechanisms of
the RNN or the original training data. The work presented in [10] also used spectral learning to extract
WFAs from second-order RNNs.

The use of exact learning methods for extracting WFAs from RNNs remains relatively underexplored.
While membership queries are straightforward in this setting, the main challenge lies in performing
equivalence queries, as a formal equivalence between a WFA and an RNN is undecidable [11].

In [5], this was addressed by using an abstraction of the RNN’s hidden state space while doing the
equivalence queries. By clustering similar hidden states into discrete regions, a finite-state abstraction
can be constructed and compared against the behaviour of the extracted automaton. This method
enables an approximate but feasible equivalence check. The same abstraction-based approach was later
extended to WFA extraction in the study presented by [1].

Our proposed contributions are twofold: first, we aim to integrate spectral learning with Singular
Value Decomposition (SVD) to perform membership queries in the extraction of a WFA from an
RNN using the 𝐿* algorithm; second, we propose addressing the challenge of equivalence queries by
iteratively constructing a discrete abstraction of the RNN state space to enable effective comparison.
This framework builds upon the foundational work of [8] and extends the ideas explored in [5] toward
the extraction of WFAs.

In contrast to prior approaches such as [9, 12], which construct WFAs using spectral learning
over fixed sets of prefixes and suffixes, we propose an iterative spectral learning framework. This
approach incrementally expands the set of prefixes and suffixes based on the learning process, allowing
for dynamic refinement until equivalence is achieved, potentially improving both adaptability and
efficiency.

Additionally, we propose incorporating a discrete abstraction network during equivalence queries
by incrementally partitioning the RNN hidden state space. This builds upon the preliminary ideas
in [5] and can be further refined using advanced partitioning strategies, including hyperplane-based
segmentation [13], k-means clustering [2], and the K-DCP method introduced in [3].

While the use of the weighted𝐿* algorithm for WFA extraction has been explored in [1], its integration
with spectral learning [8] with a discrete state abstraction remains under-explored. Furthermore, the
iterative construction of an abstraction network using the aforementioned partitioning techniques has
not been applied in this context. Our proposed framework aims to bridge these gaps and provide a new
direction for extracting WFAs from RNNs.

2. Related work

The association between automata and RNNs has been studied in the context of both binary classification
problems [14, 5] and quantitative tasks [9, 10, 6, 1, 3, 2, 12]. The earliest works, such as [15, 16], laid
the foundation for understanding the relationship between automata and RNNs. In 1996, Omlin and
Giles [17] demonstrated that the state space of an RNN trained on a regular grammar tends to cluster
in a way that resembles the structure of a finite automaton. Subsequent studies continued to explore
this line of research, including [18, 14], further validating the connection between RNN dynamics and
automata representations.

The work presented in [5] is considered state-of-the-art in DFA extraction and employs the 𝐿*

algorithm, an exact learning approach. This method was extended to quantitative RNNs in a probabilistic
setting in [6], where probabilistic deterministic finite automata (PDFAs) were extracted. Subsequently,
[1] further advanced this line of research by extracting WFAs using a regression-based method to
perform equivalence checks.

In [7], a weighted variation of the 𝐿* algorithm was introduced specifically for WFA extraction with
the use of spectral learning for WFA introduced in [8]. Unlike the original 𝐿* algorithm by [4], which
constructs an observation table through membership queries to a teacher (i.e., the target system), this
variation replaces the observation table with a Hankel matrix populated by real-valued entries. A WFA



is then derived from this matrix using spectral learning techniques, with rank factorisation and Singular
Value Decomposition (SVD) being core components of the process. Building on [8], [10] demonstrated
that second-order RNNs with linear activation functions are natural extensions of, and computationally
equivalent to, WFAs, establishing a fundamental connection between the two models.

The works in [9] and [12] focus on extracting WFAs from RNNs producing real-valued outputs over
sequential data without accessing internal states of the black-box models. These studies adopt the
spectral learning framework introduced in [8], treating the RNN as an oracle and analysing its outputs
to infer the automaton. However, they do not incorporate equivalence queries in the learning process.

A compositional approach is presented in [3], which diverges from the exact learning approach.
Their Decision Guided Extraction algorithm leverages the target RNN’s decision-making process and
contextual information to guide the extraction. This method has shown efficiency in larger-scale
tasks, addressing scalability challenges in approximating RNN behaviour. Similarly, [2] employed
a compositional strategy using k-means clustering to extract WFAs from RNNs trained on natural
language data.

While exact learning methods offer strong accuracy guarantees, they often face scalability and
computational complexity limitations. In contrast, compositional approaches, though potentially less
precise, provide more scalable solutions. Therefore, combining these methods could yield a more
effective framework for automata extraction from RNNs, enhancing both accuracy and scalability
[1, 6, 5].

3. Background

This section introduces the technical notation that will be used throughout the paper. A finite alphabet
(a finite set of elements) Σ is fixed, and the set of all finite strings (i.e. a finite sequence of elements) 𝑤
over Σ is denoted by Σ*. The empty string of length 0 is denoted by 𝜀. The length of a string 𝑤 ∈ Σ* is
denoted by |𝑤|. Given two strings 𝑢 and 𝑣, the concatenation of the two strings is 𝑤 = 𝑢𝑣. In that case,
𝑢 is called a prefix of 𝑤 and 𝑣 a suffix of 𝑤. A set 𝒫 of strings is said to be prefix closed if for all strings
𝑤 ∈ 𝒫 , all the prefixes of 𝑤 are also in 𝒫 .

Definition 1. Hankel matrix [8]: Let 𝑓 be a function 𝑓 : Σ* → R. The Hankel matrix of 𝑓 is a bi-infinite
matrixℋ ∈ RΣ*×Σ*

, whose entries are defined asℋ(𝑢, 𝑣) = 𝑓(𝑢𝑣) for any 𝑢, 𝑣 ∈ Σ*.

Rows of a Hankel matrix can thus be seen as indexed by prefixes and columns by suffixes. Only the
finite sub-blocks ofℋ are of interest, and a sub-block can be defined using a basis ℬ = (𝒫,𝒮), where
𝒫,𝒮 ⊆ Σ*. The sub-block ofℋ defined by ℬ is the sub-matrix ofℋℬ restricted to the rows indexed by
𝒫 , and columns indexed by 𝒮 . We will mainly be interested in basis ℬ = (𝒫,𝒮) that are prefix closed
that is to say 𝒫,𝒮 ⊆ Σ* are prefix-closed and complete, meaning that the rank of the sub-block ℋℬ
equals the rank ofℋ.

Definition 2. Weighted Finite Automaton (WFA): A WFA 𝐴 is a tuple ⟨Σ, 𝑄, 𝛼0, 𝛼∞, {𝐴𝜎}𝜎∈Σ⟩, where
Σ is the finite alphabet, 𝑄 is the finite set of states, 𝛼0 and 𝛼∞ are vectors of size |𝑄| called the initial and
final vectors, and 𝐴𝜎 is the transition matrix corresponding to 𝜎 ∈ Σ with size |𝑄| × |𝑄| and real-valued
entries. A WFA also can be represented linearly as a triplet ⟨𝛼0, (𝐴𝜎)𝜎∈Σ, 𝛼∞⟩ [8, 12].

The weight of a string 𝑤 = 𝜎1𝜎2 . . . 𝜎𝑛 in a WFA 𝐴 is computed as 𝐴(𝑤) = 𝛼⊤
0 𝐴𝑤𝛼∞ =

𝛼⊤
0 𝐴𝜎1𝐴𝜎2 ...𝐴𝜎𝑛𝛼∞ .

Definition 3. Recurrent Neural Network (RNN): A Recurrent Neural Network is defined as a tuple
𝑅 = (ℎ0, 𝑔𝑅, 𝑓𝑅), where ℎ0 ∈ R𝑑 is the initial hidden state with 𝑑 ∈ N, 𝑔𝑅 : R𝑑 × Σ → R𝑑 is the
transition function, and 𝑓𝑅 : R𝑑 → R is the output function mapping a hidden state to a real value. For an
input string 𝑤 ∈ Σ*, the RNN 𝑅 produces a real-valued output, defining a function 𝑓𝑅 : Σ* → R that
maps strings to real values.



4. Extracting WFAs from RNNs

This section describes the proposed algorithm for extracting a WFA from an RNN using the 𝐿* algorithm
(see Algorithm 1).

4.1. 𝐿* Algorithm for WFA learning from an RNN

Angluin’s 𝐿* algorithm learns a minimal automaton using a minimally adequate teacher, a theoretical
construct capable of answering queries about an unknown target system. The algorithm relies on two
types of queries: membership queries and equivalence queries. In the context of learning a WFA from a
target function 𝑓 : Σ* → R, the learner interacts with the teacher as follows [7]:

In membership queries, the learner queries the teacher for the value 𝑓(𝑤) of a specific string 𝑤, and
records the result. Based on the collected information, the learner constructs a hypothesised WFA 𝐴.
Equivalence queries are then used to verify whether the hypothesised WFA 𝐴 correctly computes the
target function 𝑓 . If it does not, the teacher provides a counterexample– a string on which the behaviour
of 𝐴 differs from 𝑓 (i.e. 𝐴(𝑤) ̸= 𝑓(𝑤)). The learner uses this counterexample to refine the hypothesis.

In this setting, the RNN is a model that produces real-valued outputs and serves as the teacher,
meaning that both membership and equivalence queries are directed to the RNN. The responses to
membership queries are recorded in a Hankel matrix (see Definition 1), which can then be used to derive
a minimal WFA through SVD-based rank factorisation (as described in Section 4.2).

4.2. Hankel matrix to WFA

Theorem 1. Let 𝑓 : Σ* → R be a function over Σ*. Then, 𝑓 is computable by a WFA if and only if the
rank of its Hankel matrix is finite. In that case, this rank is equal to the minimum number of states of any
WFA computing 𝑓 [19, 20].

As shown in [8], a WFA can be constructed from the Hankel matrixℋ of a function 𝑓 : Σ* → R using
a sub-block ℋℬ ∈ R𝑝×𝑠, defined by a basis ℬ = (𝒫,𝒮) with |𝒫| = 𝑝 prefixes and |𝒮| = 𝑠 suffixes,
where 𝒫 is prefix-closed and ℬ spans the row and column spaces ofℋ (see Algorithm 1 lines 2–5).

For a sub-block ℋℬ of rank 𝑟, a minimal WFA is computed via SVD, where ℋℬ = 𝑈Λ𝑉 ⊤, with
𝑈 ∈ R𝑝×𝑟 and 𝑉 ∈ R𝑠×𝑟 orthogonal, and Λ ∈ R𝑟×𝑟 a diagonal matrix containing singular values of
ℋℬ, yielding a rank factorizationℋℬ = 𝑃𝑆 with 𝑃 = 𝑈Λ ∈ R𝑝×𝑟 and 𝑆 = 𝑉 ⊤ ∈ R𝑟×𝑠.

Additionally, let ℋ𝜎 ∈ R𝑝×𝑠 be the sub-block defined by ℋ𝜎(𝑢, 𝑣) = ℋ(𝑢𝜎, 𝑣) for 𝑢 ∈ 𝒫 , 𝑣 ∈ 𝒮 ,
and 𝜎 ∈ Σ, let ℎ𝒫,𝜖 ∈ R𝑝 be the vector with coordinates ℎ𝒫,𝜖(𝑢) = ℋ(𝑢, 𝜖), and let ℎ𝜖,𝒮 ∈ R𝑠 be the
vector with coordinates ℎ𝜖,𝒮(𝑣) = ℋ(𝜖, 𝑣). The WFA 𝐴 = ⟨𝛼0, (𝐴𝜎)𝜎∈Σ, 𝛼∞⟩ is then defined with
initial weights 𝛼⊤

0 = ℎ⊤𝜖,𝒮𝑆
+, final weights 𝛼∞ = 𝑃+ℎ𝒫,𝜖 and transition matrices 𝐴𝜎 = 𝑃+ℋ𝜎𝑆

+,
where 𝑃+ and 𝑆+ is the Moore–Penrose pseudo inverse of 𝑃 and 𝑆 respectively [8].

The prefixes 𝒫 and suffixes 𝒮 required to construct the basis can be derived from strings generated
over the alphabet on which the RNN was trained. These sets can be generated in lexicographical order,
expanding systematically, or sampled from a uniform distribution over the alphabet [12].

4.3. Equivalence queries and the abstraction of the state space

When using the 𝐿* algorithm for extracting a WFA from an RNN, a key challenge is performing
equivalence queries due to the differing natures of RNNs (continuous state space in R𝑑) and WFAs
(finite discrete states), which complicates establishing exact equivalence. To address this, a discrete
abstraction 𝐴𝑃 of the RNN’s hidden state space can be used to compare its behaviour with the WFA 𝐴
during the extraction process.

Definition 4. Suppose 𝐴𝑃 is a hypothesised abstraction of the RNN state space. Given an RNN 𝑅 with
state space R𝑑, a partitioning function 𝑃 : R𝑑 → 𝑄𝐴𝑃

maps each hidden state to a discrete state in the set
𝑄𝐴𝑃

= {𝑞1, 𝑞2, . . . , 𝑞|𝑄𝐴𝑃
|}, where |𝑄𝐴𝑃

| is the number of states (clusters) in the abstraction 𝐴𝑃 . The



Algorithm 1 WFA Extraction from RNN via Hankel Matrix and State Abstraction
Require: 𝑅, Σ, ℬ = (𝒫,𝒮), 𝐴𝑃

Ensure: WFA 𝐴 = ⟨𝛼0, {𝐴𝜎}𝜎∈Σ, 𝛼∞⟩
1: while equivalence not achieved do
2: if 𝒫 is not prefix-closed then
3: 𝒫 ← 𝒫 ∪ {𝑢′ | 𝑢′ is a prefix of 𝑢 ∈ 𝒫}
4: end if
5: Construct WFA 𝐴 = (𝛼0, (𝐴𝜎)𝜎∈Σ, 𝛼∞)
6: for each test string 𝑤 ∈ Σ* do
7: if 𝐴(𝑤) ̸= 𝐴𝑃 (𝑤) and 𝐴(𝑤) ̸= 𝑓𝑅(𝑤) then
8: counterexample← 𝑤 and add prefixes and suffixes of 𝑤 to 𝒫 or 𝒮
9: continue outer loop

10: else if 𝐴(𝑤) ̸= 𝐴𝑃 (𝑤) and 𝐴𝑃 (𝑤) ̸= 𝑓𝑅(𝑤) then
11: Refine abstraction 𝐴𝑃

12: end if
13: end for
14: end while
15:
16: return WFA 𝐴

abstraction 𝐴𝑃 represents a partitioning of the RNN state space, where each state 𝑞𝑖 ∈ 𝑄𝐴𝑃
corresponds to

a cluster of hidden states.

Equivalence queries perform two tasks: (1) return a counterexample string 𝑤 ∈ Σ* if the WFA 𝐴 is
incorrect (i.e., 𝐴(𝑤) ̸= 𝑓𝑅(𝑤)), and add its prefixes to 𝒫 and suffixes to 𝒮 to refine the basis ℬ = (𝒫,𝒮)
(see Algorithm 1, lines 7–8); (2) refine the abstraction 𝐴𝑃 by partitioning R𝑑 into finer clusters (see
Algorithm 1, lines 10–11).

To construct the abstraction 𝐴𝑃 , the RNN’s state space R𝑑 can be iteratively partitioned into clusters
during equivalence queries (see Definition 4). Initially, the entire state space is treated as a single cluster.
If 𝐴𝑃 (𝑤) ̸= 𝑓𝑅(𝑤), for a string 𝑤, while performing equivalence queries, the abstraction 𝐴𝑃 should be
refined, and clustering methods can be applied.

The refinement of the abstraction 𝐴𝑃 could be realised using these compositional methods, such
as decision-guided extraction using stepwise predictions [3] and 𝑘-means based clustering of hidden
states [2] or hyperplane-based partitioning [13] during equivalence queries, where the hidden state
space is iteratively divided into partitions. This iterative refinement of 𝐴𝑃 continues until the WFA 𝐴
accurately approximates the RNN’s behaviour, with 𝐴𝑃 grouping similar hidden states and separating
dissimilar ones to facilitate effective comparison and identify counterexamples for refining ℬ.

The termination of the algorithm is intended to be guided by an error tolerance parameter, which
specifies the permissible discrepancy between the RNN and the extracted WFA during equivalence
queries. This parameter influences the granularity of the resulting WFA: a lower tolerance is expected to
yield a finer approximation, while a higher tolerance produces a coarser model. In theory, termination
occurs when no further counterexamples are identified, indicating agreement between the WFA and
the RNN on the tested strings, or when resource limits, such as a predefined time limit [13], are reached,
since convergence is inherently approximate. Because WFAs and RNNs are fundamentally different
constructs, exact equivalence cannot be established. In practice, therefore, a test set can be used
to evaluate the extracted WFA, providing an empirical measure of how closely it approximates the
behaviour of the RNN under the chosen tolerance.



5. Conclusion

This paper explores an algorithm to extract a Weighted Finite Automaton (WFA) from a Recurrent
Neural Network (RNN) with real-valued outputs, using a variation of the 𝐿* algorithm. The approach
combines spectral learning with Singular Value Decomposition (SVD) to handle membership queries
and introduces a discrete abstraction of the RNN’s hidden state space to approximate equivalence
queries. The goal is to investigate whether such a method can yield an accurate approximation of the
RNN.

A key factor influencing the quality of the extracted WFA is the dynamic selection of prefixes and
suffixes used to build the Hankel matrix. Counterexamples generated during equivalence queries are
added to the basis, enabling iterative refinement that improves the accuracy of each successive WFA
hypothesis. Consequently, the algorithm does not require access to the full training dataset; only the
alphabet of the language for which the RNN was trained is needed, along with access to the RNN hidden
state space, making the process more efficient.

To the best of our knowledge, the integration of spectral learning with the weighted 𝐿* algorithm us-
ing a discrete abstraction for equivalence queries to extract WFAs has not been previously explored. This
work provides a foundation for interpretable WFA extraction from RNNs, with potential applications
in sequence modelling and analysis. In future, we aim to extend the implementation and theoretical
framework beyond the proposed work.
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